1. 2 Queens problem

CODE:

*def* is\_safe(*board*, *row*, *col*):

    for i in range(*row*):

        if *board*[i][*col*] == 'Q' or *board*[i][*row* - i] == 'Q':

            return False

    return True

*def* solve\_queens(*n*):

    if *n* != 2:

        print("The 2x2 Queens Problem is not solvable.")

        return

    board = [['.' for \_ in range(*n*)] for \_ in range(*n*)]

    if solve(board, 0, *n*):

        for row in board:

            print(' '.join(row))

    else:

        print("No solution exists.")

*def* solve(*board*, *row*, *n*):

    if *row* == *n*:

        return True

    for col in range(*n*):

        if is\_safe(*board*, *row*, col):

*board*[*row*][col] = 'Q'

            if solve(*board*, *row* + 1, *n*):

                return True

*board*[*row*][col] = '.'

    return False

if \_\_name\_\_ == "\_\_main\_\_":

    solve\_queens(2)

OUTPUT
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1. 8 Queens problem

Code

*def* is\_safe(*board*, *row*, *col*):

    # Check the left side of the current row

    for i in range(*col*):

        if *board*[*row*][i] == 1:

            return False

    # Check upper diagonal on the left side

    for i, j in zip(range(*row*, -1, -1), range(*col*, -1, -1)):

        if *board*[i][j] == 1:

            return False

    # Check lower diagonal on the left side

    for i, j in zip(range(*row*, len(*board*), 1), range(*col*, -1, -1)):

        if *board*[i][j] == 1:

            return False

    return True

*def* solve\_queens(*board*, *col*):

    if *col* >= len(*board*):

        return True

    for i in range(len(*board*)):

        if is\_safe(*board*, i, *col*):

*board*[i][*col*] = 1

            if solve\_queens(*board*, *col* + 1):

                return True

*board*[i][*col*] = 0

    return False

*def* print\_solution(*board*):

    for row in *board*:

        print(" ".join(["Q" if x else "." for x in row]))

*def* solve\_8\_queens():

    board = [[0] \* 8 for \_ in range(8)]

    if solve\_queens(board, 0):

        print\_solution(board)

    else:

        print("No solution exists.")

if \_\_name\_\_ == "\_\_main\_\_":

    solve\_8\_queens()
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3)Python Program for Water Jug Problem

Code

from collections import deque

def water\_jug\_problem(capacity\_x, capacity\_y, target):

    visited = set()

    initial\_state = (0, 0)  # Initial state with both jugs empty

    queue = deque([initial\_state])

    while queue:

        current\_state = queue.popleft()

        x, y = current\_state

        if x == target or y == target:

            return current\_state

        # Define possible actions: Fill jug x, fill jug y, empty jug x, empty jug y, pour from x to y, pour from y to x

        actions = [

            (capacity\_x, y),

            (x, capacity\_y),

            (0, y),

            (x, 0),

            (min(x + y, capacity\_x), max(0, x + y - capacity\_x)),

            (max(0, x + y - capacity\_y), min(x + y, capacity\_y))

        ]

        for action in actions:

            if action not in visited:

                queue.append(action)

                visited.add(action)

    return None  # If no solution is found

def print\_solution(solution, capacity\_x, capacity\_y):

    if solution:

        x, y = solution

        print("Solution:")

        print(f"Jug X: {x}/{capacity\_x}")

        print(f"Jug Y: {y}/{capacity\_y}")

    else:

        print("No solution exists.")

if \_\_name\_\_ == "\_\_main\_\_":

    capacity\_x = 4  # Capacity of jug X

    capacity\_y = 3  # Capacity of jug Y

    target = 2  # Desired amount of water

    solution = water\_jug\_problem(capacity\_x, capacity\_y, target)

    print\_solution(solution, capacity\_x, capacity\_y)

OUTPUT:

![](data:image/png;base64,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)

4)Python Program for Crypt-Arithmatic Problem

Code:

import itertools

def is\_valid\_solution(words, mapping):

    values = []

    for word in words:

        value = 0

        for letter in word:

            value = value \* 10 + mapping[letter]

        values.append(value)

    return all(values[0] + values[1] == values[2] for values in itertools.permutations(values))

def solve\_cryptarithmetic(words):

    # Extract all unique letters from the words

    unique\_letters = set("".join(words))

    # Check if the words have the same length, if not, no solution is possible

    if len(unique\_letters) > 10 or len(words[0]) < len(words[-1]):

        return None

    for perm in itertools.permutations("0123456789", len(unique\_letters)):

        mapping = dict(zip(unique\_letters, perm))

        if is\_valid\_solution(words, mapping):

            return mapping

    return None

if \_\_name\_\_ == "\_\_main\_\_":

    word1 = "SEND"

    word2 = "MORE"

    result\_word = "MONEY"

    words = [word1, word2, result\_word]

    solution = solve\_cryptarithmetic(words)

    if solution:

        print("Solution found:")

        for word in words:

            print("".join(str(solution[letter]) for letter in word))

    else:

        print("No solution exists.")

OUTPUT

![](data:image/png;base64,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)

5) Write the python program for Missionaries Cannibal problem

Code:

from collections import deque

# Define the initial and goal states

initial\_state = (3, 3, 1)  # (Missionaries on the left, Cannibals on the left, Boat on the left)

goal\_state = (0, 0, 0)

# Define valid actions

valid\_actions = [(1, 0), (2, 0), (0, 1), (0, 2), (1, 1)]

def is\_valid(state):

    m, c, b = state

    if m < 0 or c < 0 or m > 3 or c > 3 or (m != 0 and m < c) or (m != 3 and 3 - m < 3 - c):

        return False

    return True

def get\_neighbors(state):

    neighbors = []

    for action in valid\_actions:

        if state[2] == 1:  # Boat is on the left

            new\_state = tuple(state[i] - action[i] if i < 2 else 1 - state[i] for i in range(3))

        else:  # Boat is on the right

            new\_state = tuple(state[i] + action[i] if i < 2 else 1 - state[i] for i in range(3))

        if is\_valid(new\_state) and new\_state != state:

            neighbors.append(new\_state)

    return neighbors

def solve\_missionaries\_and\_cannibals():

    visited = set()

    queue = deque([(initial\_state, [])])

    while queue:

        state, path = queue.popleft()

        if state == goal\_state:

            return path

        for neighbor in get\_neighbors(state):

            if neighbor not in visited:

                visited.add(neighbor)

                new\_path = path + [state, neighbor]

                queue.append((neighbor, new\_path))

    return None

def print\_solution(solution):

    if solution:

        print("Solution:")

        for state in solution:

            print(f"Missionaries: {state[0]}, Cannibals: {state[1]}, Boat: {'Left' if state[2] == 1 else 'Right'}")

    else:

        print("No solution exists.")

if \_\_name\_\_ == "\_\_main\_\_":

    solution = solve\_missionaries\_and\_cannibals()

    print\_solution(solution)
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6) Write the python program for Vacuum Cleaner problem

class VacuumCleaner:

    def \_\_init\_\_(self, grid):

        self.grid = grid

        self.rows = len(grid)

        self.cols = len(grid[0])

        self.row = 0

        self.col = 0

    def clean(self):

        while True:

            self.clean\_current\_cell()

            if not self.move\_to\_next\_cell():

                break

    def clean\_current\_cell(self):

        if self.grid[self.row][self.col] == 1:

            print(f"Cleaning cell at row {self.row}, col {self.col}")

            self.grid[self.row][self.col] = 0

    def move\_to\_next\_cell(self):

        if self.row < self.rows - 1:

            self.row += 1

        elif self.col < self.cols - 1:

            self.row = 0

            self.col += 1

        else:

            return False

        return True

if \_\_name\_\_ == "\_\_main\_\_":

    # Define a grid where 1 represents a dirty cell

    grid = [[1, 0, 1],

            [0, 1, 0],

            [1, 0, 1]]

    # Create a vacuum cleaner agent and start cleaning

    vacuum = VacuumCleaner(grid)

    vacuum.clean()
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7) Write the python program to implement BFS.

CODE:

from collections import defaultdict, deque

class Graph:

    def \_\_init\_\_(self):

        self.graph = defaultdict(list)

    def add\_edge(self, vertex, neighbor):

        self.graph[vertex].append(neighbor)

    def bfs(self, start\_vertex):

        visited = set()

        queue = deque()

        visited.add(start\_vertex)

        queue.append(start\_vertex)

        while queue:

            current\_vertex = queue.popleft()

            print(current\_vertex, end=" ")

            for neighbor in self.graph[current\_vertex]:

                if neighbor not in visited:

                    visited.add(neighbor)

                    queue.append(neighbor)

if \_\_name\_\_ == "\_\_main\_\_":

    # Create a graph

    g = Graph()

    g.add\_edge(0, 1)

    g.add\_edge(0, 2)

    g.add\_edge(1, 2)

    g.add\_edge(2, 0)

    g.add\_edge(2, 3)

    g.add\_edge(3, 3)

    start\_vertex = 2  # Starting vertex for BFS

    print("Breadth-First Traversal (starting from vertex", start\_vertex, "):")

    g.bfs(start\_vertex)

OUTPUT:  
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8) Write the python program to implement DFS

CODE:

from collections import defaultdict

class Graph:

    def \_\_init\_\_(self):

        self.graph = defaultdict(list)

    def add\_edge(self, vertex, neighbor):

        self.graph[vertex].append(neighbor)

    def dfs(self, start\_vertex, visited):

        visited.add(start\_vertex)

        print(start\_vertex, end=" ")

        for neighbor in self.graph[start\_vertex]:

            if neighbor not in visited:

                self.dfs(neighbor, visited)

if \_\_name\_\_ == "\_\_main\_\_":

    # Create a graph

    g = Graph()

    g.add\_edge(0, 1)

    g.add\_edge(0, 2)

    g.add\_edge(1, 2)

    g.add\_edge(2, 0)

    g.add\_edge(2, 3)

    g.add\_edge(3, 3)

    start\_vertex = 2  # Starting vertex for DFS

    visited = set()

    print("Depth-First Traversal (starting from vertex", start\_vertex, "):")

    g.dfs(start\_vertex, visited)

OUTPUT:
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9)Travelling salesman Problem to find the shortest distance using python

CODE:

import itertools

def calculate\_total\_distance(path, distances):

    total\_distance = 0

    for i in range(len(path) - 1):

        total\_distance += distances[path[i]][path[i+1]]

    total\_distance += distances[path[-1]][path[0]]  # Return to the starting city

    return total\_distance

def traveling\_salesman\_bruteforce(distances):

    num\_cities = len(distances)

    cities = list(range(num\_cities))

    shortest\_path = None

    shortest\_distance = float('inf')

    for path in itertools.permutations(cities):

        distance = calculate\_total\_distance(path, distances)

        if distance < shortest\_distance:

            shortest\_path = path

            shortest\_distance = distance

    return shortest\_path, shortest\_distance

if \_\_name\_\_ == "\_\_main\_\_":

    # Example: Distances between cities

    distances = [

        [0, 29, 20, 21],

        [29, 0, 15, 22],

        [20, 15, 0, 24],

        [21, 22, 24, 0]

    ]

    shortest\_path, shortest\_distance = traveling\_salesman\_bruteforce(distances)

    print("Shortest path:", shortest\_path)

    print("Shortest distance:", shortest\_distance)

OUTPUT:  
![](data:image/png;base64,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)

10) Write the python program to implement A\* algorithm

import heapq

class Node:

    def \_\_init\_\_(self, x, y, parent=None):

        self.x = x

        self.y = y

        self.parent = parent

        self.g = 0

        self.h = 0

    def \_\_lt\_\_(self, other):

        return (self.g + self.h) < (other.g + other.h)

def heuristic(node, goal):

    return abs(node.x - goal.x) + abs(node.y - goal.y)

def astar(grid, start, goal):

    open\_set = []

    closed\_set = set()

    start\_node = Node(start[0], start[1])

    goal\_node = Node(goal[0], goal[1])

    heapq.heappush(open\_set, start\_node)

    while open\_set:

        current\_node = heapq.heappop(open\_set)

        if current\_node.x == goal\_node.x and current\_node.y == goal\_node.y:

            path = []

            while current\_node:

                path.append((current\_node.x, current\_node.y))

                current\_node = current\_node.parent

            return path[::-1]

        closed\_set.add((current\_node.x, current\_node.y))

        for dx, dy in [(0, 1), (0, -1), (1, 0), (-1, 0)]:

            new\_x, new\_y = current\_node.x + dx, current\_node.y + dy

            if 0 <= new\_x < len(grid) and 0 <= new\_y < len(grid[0]) and grid[new\_x][new\_y] != 1:

                if (new\_x, new\_y) not in closed\_set:

                    child\_node = Node(new\_x, new\_y, parent=current\_node)

                    child\_node.g = current\_node.g + 1

                    child\_node.h = heuristic(child\_node, goal\_node)

                    heapq.heappush(open\_set, child\_node)

    return None

if \_\_name\_\_ == "\_\_main\_\_":

    # Example grid (0 represents empty, 1 represents an obstacle)

    grid = [

        [0, 0, 0, 0, 0],

        [0, 1, 1, 0, 0],

        [0, 1, 0, 0, 0],

        [0, 1, 0, 1, 0],

        [0, 0, 0, 0, 0]

    ]

    start = (0, 0)

    goal = (4, 4)

    path = astar(grid, start, goal)

    if path:

        print("Path found:", path)

    else:

        print("No path found.")

OUTPUT:  
![](data:image/png;base64,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)

11) Write the python program for Map Coloring to implement CSP.

CODE:

def is\_valid\_assignment(graph, assignment, node, color):

    for neighbor in graph[node]:

        if neighbor in assignment and assignment[neighbor] == color:

            return False

    return True

def backtracking(graph, colors, assignment, node):

    if node not in assignment:

        for color in colors:

            if is\_valid\_assignment(graph, assignment, node, color):

                assignment[node] = color

                if len(assignment) == len(graph):

                    return True

                next\_node = get\_unassigned\_node(graph, assignment)

                if backtracking(graph, colors, assignment, next\_node):

                    return True

                assignment.pop(node)

    return False

def get\_unassigned\_node(graph, assignment):

    for node in graph:

        if node not in assignment:

            return node

def map\_coloring(graph, colors):

    assignment = {}

    start\_node = get\_unassigned\_node(graph, assignment)

    if backtracking(graph, colors, assignment, start\_node):

        return assignment

    else:

        return None

if \_\_name\_\_ == "\_\_main\_\_":

    # Define the graph (adjacency list)

    graph = {

        "WA": ["NT", "SA"],

        "NT": ["WA", "SA", "Q"],

        "SA": ["WA", "NT", "Q", "NSW", "V"],

        "Q": ["NT", "SA", "NSW"],

        "NSW": ["Q", "SA", "V"],

        "V": ["SA", "NSW"]

    }

    # Define the available colors

    colors = ["Red", "Green", "Blue"]

    # Solve the map coloring problem

    solution = map\_coloring(graph, colors)

    if solution:

        print("Map coloring solution:")

        for node, color in solution.items():

            print(f"{node}: {color}")

    else:

        print("No solution exists.")

OUTPUT:
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12) Write the python program for Tic Tac Toe game

CODE:

def print\_board(board):

    for row in board:

        print(" | ".join(row))

        print("-" \* 9)

def check\_winner(board, player):

    for row in board:

        if all(cell == player for cell in row):

            return True

    for col in range(3):

        if all(row[col] == player for row in board):

            return True

    if all(board[i][i] == player for i in range(3)) or all(board[i][2 - i] == player for i in range(3)):

        return True

    return False

def is\_board\_full(board):

    return all(cell != " " for row in board for cell in row)

def play\_tic\_tac\_toe():

    board = [[" " for \_ in range(3)] for \_ in range(3)]

    current\_player = "X"

    while True:

        print\_board(board)

        try:

            while True:

                row, col = map(int, input(f"Player {current\_player}, enter row (0-2) and column (0-2) separated by space: ").split())

                if row not in [0, 1, 2] or col not in [0, 1, 2]:

                    print("Invalid input. Please enter numbers between 0 and 2.")

                    continue

                if board[row][col] == " ":

                    break

                else:

                    print("That cell is already taken. Try again.")

        except ValueError:

            print("Invalid input. Please enter numbers.")

            continue

        except Exception as e:

            print(f"An error occurred: {str(e)}")

            continue

        board[row][col] = current\_player

        if check\_winner(board, current\_player):

            print\_board(board)

            print(f"Player {current\_player} wins!")

            break

        if is\_board\_full(board):

            print\_board(board)

            print("It's a tie!")

            break

        current\_player = "O" if current\_player == "X" else "X"

if \_\_name\_\_ == "\_\_main\_\_":

    print("Welcome to Tic-Tac-Toe!")

    play\_tic\_tac\_toe()

OUTPUT:  
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13) Write the python program to implement Minimax algorithm for gaming

CODE:  
def is\_game\_over(state):

    # Check if the game is over and return the winner or tie

    for row in state:

        if all(cell == 'X' for cell in row):

            return 'X'

        if all(cell == 'O' for cell in row):

            return 'O'

    for col in range(3):

        if all(state[row][col] == 'X' for row in range(3)):

            return 'X'

        if all(state[row][col] == 'O' for row in range(3)):

            return 'O'

    if all(state[i][i] == 'X' for i in range(3)) or all(state[i][2 - i] == 'X' for i in range(3)):

        return 'X'

    if all(state[i][i] == 'O' for i in range(3)) or all(state[i][2 - i] == 'O' for i in range(3)):

        return 'O'

    if all(cell != ' ' for row in state for cell in row):

        return None  # It's a tie

    return False  # Game is not over

def get\_valid\_moves(state):

    # Return a list of valid moves (empty cells) from the given state

    moves = []

    for row in range(3):

        for col in range(3):

            if state[row][col] == ' ':

                moves.append((row, col))

    return moves

def make\_move(state, move, player):

    # Return a new state after applying the move to the given state

    new\_state = [row.copy() for row in state]

    new\_state[move[0]][move[1]] = player

    return new\_state

def minimax(state, player):

    winner = is\_game\_over(state)

    if winner is not False:

        if winner == 'X':

            return 1

        elif winner == 'O':

            return -1

        else:  # Tie

            return 0

    moves = get\_valid\_moves(state)

    if player == 'X':

        best\_score = float('-inf')

        for move in moves:

            new\_state = make\_move(state, move, player)

            score = minimax(new\_state, 'O')

            best\_score = max(score, best\_score)

        return best\_score

    else:  # player == 'O'

        best\_score = float('inf')

        for move in moves:

            new\_state = make\_move(state, move, player)

            score = minimax(new\_state, 'X')

            best\_score = min(score, best\_score)

        return best\_score

# Example usage

if \_\_name\_\_ == "\_\_main\_\_":

    board = [['X', ' ', 'O'],

             ['O', 'X', ' '],

             ['X', 'O', ' ']]

    player = 'X'

    print("The Tic-Tac-Toe board state:")

    for row in board:

        print(" | ".join(row))

        print("-" \* 9)

    score = minimax(board, player)

    print(f"The score for player {player} is: {score}")

output
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14)Write the python program to implement Apha & Beta pruning algorithm for gaming

# Python3 program to demonstrate

# working of Alpha-Beta Pruning

# Initial values of Alpha and Beta

MAX, MIN = 1000, -1000

# Returns optimal value for current player

#(Initially called for root and maximizer)

def minimax(depth, nodeIndex, maximizingPlayer,

            values, alpha, beta):

    # Terminating condition. i.e

    # leaf node is reached

    if depth == 3:

        return values[nodeIndex]

    if maximizingPlayer:

        best = MIN

        # Recur for left and right children

        for i in range(0, 2):

            val = minimax(depth + 1, nodeIndex \* 2 + i,

                          False, values, alpha, beta)

            best = max(best, val)

            alpha = max(alpha, best)

            # Alpha Beta Pruning

            if beta <= alpha:

                break

        return best

    else:

        best = MAX

        # Recur for left and

        # right children

        for i in range(0, 2):

            val = minimax(depth + 1, nodeIndex \* 2 + i,

                            True, values, alpha, beta)

            best = min(best, val)

            beta = min(beta, best)

            # Alpha Beta Pruning

            if beta <= alpha:

                break

        return best

# Driver Code

if \_\_name\_\_ == "\_\_main\_\_":

    values = [3, 5, 6, 9, 1, 2, 0, -1]

    print("The optimal value is :", minimax(0, 0, True, values, MIN, MAX))

# This code is contributed by Rituraj Jain

OUTPUT:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbwAAABhCAYAAACtZxSaAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAf0SURBVHhe7d3NaxRJHMbxisuawxIlirDG14OBoJc9CQZE0XjwrHgQlPXl5P4DwqKsypKrEMSLLziCB0EWBFHwBSWLgnvxogh6UBN1QVA0y0KUZXaemq6hpu2YyUzPZDK/7wfKnunpdFf39NTTVd1gl3OuWCoAAHS0eckUAICORuABAEyoBN5Pfd8nrwAA6Dw+8P74udeN/rLYTwEA6EQ+8Ib6u/2bMAUAoNNwDw8AYAKBBwAwgcADAJhA4AEATCDwAAAmEHgAABMIPACACQQeAMAEAg8AYAKBBwAwgcCr0Z49e9ynT5/crVu3kjl2PH782BWLxZbte9heKGfOnEk+aQ/tXr+g1d8b0O4IPKPUCCrAFeTtZt26da6rq8udOHHCff78OZnbPtq9fgCymQ68LVu2uPHx8aqr9XTRVbJ1oYEfGhpK5mAumMvf27d+m/RYUS/TgXfnzh23fPly3yionD171l+x68o9zFOjAWB2PHnypPJbDIULL9SLIc066AozXG1ONSyo+zrxVWmjPcV4m1nrC/cYtd2p6heW0fytW7e6np4eVygUMpeVWu5VaRmVsE29Pn78uJucnMz8m/Q69b6ZtP6s7ygci/T286pfWH+6N6L3WfXJ83xJ70PW9xZMd17VI6zzW9sFZkMugacf78uXL/2PZfv27cncsvPnz7v379/7aUzLaflXr165/fv3J3Pbn4JiYGDAT1XUeB0+fDj5tEw/eB2T0FPcu3evW7FiRV2NSRjaWb9+vV9PvD7N1+exAwcOfFW/4eFhv9zFixfdggUL/Dpu377tJiYmKutU0WdaJqj1XpXq0tvb63vIa9ascYcOHXKnT592r1+/dhs2bEiWKh+XBw8eVLan9Wr5PBrZqWh7CvZNmzYlc8r0vru72125ciWZMzv1kzzPF6n1e9N2N27cWNmuytu3bxsKKp1nOv8k/u6BdpBL4KnxWLlypevv73ebN29O5pZP/m3btvnGUNO4cdZyWl4/7MHBwWRu+1MjrgZJw6EqT58+9fsQrtg1VTiNjo66o0eP+nkKkcuXL/vGU72fmdi9e7dbsmSJO3nyZCWMwvqWLVvmP4+l63fjxg3/9/H3kjcFx7Vr1/zr+fPnu0ePHrmrV6/69wsXLqx87xqKOnjwoH8tOj7Pnz+vOn55u3fvng/2dOOr9+/evXN3795N5sxO/fI+X2Zi6dKl0x6DmQq/CdHFQ6PWrl1b1QNVSAP1yiXw1Kiop/bs2bOqH49O/ps3b7oPHz74qd4HWk7Lj42Nufv37ydz259+zPF+pIWeQ3qf3rx546d9fX1+Wis1zBoe1LGKhYZ89erVyZyydP3q3e5MpBvNFy9eJK+mpx5FMyk8Hj58+NVFid5P911Ks+uX9/kyE9o3XTQVCoWqi9FGKTTVW2w0OOP76yoaQdCoRbN73OhcuQSeGpVVq1b5oZTr168nc8v27dvnFi1a5KcxLafl1TM8d+5cMnfuUwCpl3PkyJGqK1O91/x6aFhSPbcsukqfKxQ02pf4uKgBazaFiUIlDGuG6YULF/w0mI36NeN8qZWCSSGi0NMQt7bbzmGiANVDLM3scaOz8dBKztS7ST/pGZdGrnqzNLsHkhc1UKdOnfKBohAJx0MNbbOp96leaBjW1FQjC2GIWGarfq0+X9K0/rAthYmGENs59HS+6+JFt0OAmSLwcpb3UJTug2Tdg5tqKCxtcHDQD4lqCDSmhraVDYfqq4dHdE9xumHEvGl72q56BseOHfPT9P2lVtRPw4YDyQMdQSuGLmulEReFXnzftR66z6beYt5PaYbjlx5CB2pF4OUsPOigHkMeDxxcunTJ/8D1JGtohLTuXbt2+e2EBx2yaPt6Ck/3sOLejISGdseOHX7abNqeejLxwyPqSbRiSFNC4O/cudP34nRcY3nXT0PQ2o4aaH1vKoVCwQ8fxvI+X2ql+mj/tN1Ar3Ux8PHjx7pDP4SSxMcyDyMjI/7iT7dAWn3RhM5RnPj9x0rRe6uldEVaLPWGiqWG56vPSo1BsdSAFUtXr1Xz9V7z9Xl6ftr4+Hix1CBULVdL0d/ob2PpeoT6pWmf4uXios9i8X5MtT6Jlys1mpX9CuvTNNQ53uf09rQP6eNX63brKaqrpI9dKHnXL72s1qVtZO2HPkur53xppH4y1bGZSQn7on3N+ryWklW3eo4HhRKXLv1TCrrSpKzn17+TV5hLSg2Evwel3pweRgAAVGNIEwBgAoEHADCBwAMAmMA9PACACfTwAAAmEHgAABMIPACACQQeAMAEAg8AYAKBBwAwgcADAJhA4AEATCDwAAAmEHgAABMIPACACQQeAMAEH3hf/vOvK1MAADrNd6Xy2z+TRbf4h3lu5M9/3V9jX8qfAADQQfx/D1R+CQBA5+IeHgDABAIPAGACgQcAMIHAAwCYQOABAEwg8AAAJhB4AAATCDwAgAkEHgDABAIPAGACgQcAMIHAAwCYQOABAEwg8AAAJhB4AAATCDwAgAkEHgDABAIPAGACgQcAMIHAAwCYQOABAEwg8AAAJhB4AAATCDwAgAkEHgDABAIPAGACgQcAMIHAAwCYQOABAEwg8AAAJhB4AAATCDwAgAkEHgDABAIPAGACgQcAMIHAAwCYQOABAEwg8AAAJhB4AAATCDwAgAkEHgDABAIPAGACgQcAMIHAAwCYQOABAEwg8AAAJhB4AAATCDwAgAHO/Q/kywNUWdKDvwAAAABJRU5ErkJggg==)

15)Write the python program to implement Decision Tree

CODE:

OUTPUT:

16) Write the python program to implement Feed forward neural Network

CODE:

OUTPUT: